Lab 4

YI CHEN,yc3356

October 10, 2017

# Instructions

Before you leave lab today make sure that you upload a .pdf file to the canvas page (this should have a .pdf extension). This should be the PDF output after you have knitted the file, we don't need the .Rmd file (don't upload the one with the .Rmd extension). The file you upload to the Canvas page should be updated with commands you provide to answer each of the questions below. You can edit this file directly to produce your final solutions. Note, however, in the file you upload you should the above header to have the date, your name, and your UNI. Similarly, when you save the file you should replace **UNI** with your actualy UNI.

# Background

Today we'll be using the *Weekly* dataset from the *ISLR* package. This data is similar to the *Smarket* data from class. The dataset contains weekly returns from the beginning of 1990 to the end of 2010. Make sure that you have the *ISLR* package installed and loaded by running (without the code commented out) the following:

# install.packages("ISLR")  
library(ISLR)

## Warning: package 'ISLR' was built under R version 3.4.2

We'd like to see if we can accurately predict the direction of a week's return based on the returns over the last five weeks. *Today* gives the percentage return for the week considered and *Year* provides the year that the observation was recorded. *Lag1* - *Lag5* give the percentage return for 1 - 5 weeks previous and *Direction* is a factor variable indicating the direction ('UP' or 'DOWN') of the return for the week considered.

# Part 1: Visualizing the relationship between this week's returns and the previous week's returns.

1. Explore the relationship between a week's return and the previous week's return. You should plot more graphs for yourself, but include in the lab write-up a scatterplot of the returns for the weeks considered (*Today*) vs the return from two weeks previous (*Lag2*), and side-by-side boxplots for the lag one week previous (*Lag1*) divided by the direction of this week's return (*Direction*).

par(mfrow=c(1,2))  
plot(Weekly$Today ~ Weekly$Lag2,col = Weekly$Direction,xlab='two weeks' , ylab='Today')  
legend("bottomright", legend = levels(Weekly$Direction),col=1:length(levels(Weekly$Direction)), pch=1)  
boxplot(Weekly$Lag1~Weekly$Direction,ylab='one week',xlab='direction')
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par(mfrow=c(1,2))  
plot(Weekly$Lag1, Weekly$Lag2, col = Weekly$Direction,xlab="one week", ylab="two week")  
legend("bottomright", legend = levels(Weekly$Direction),col=1:length(levels(Weekly$Direction)), pch=1)  
boxplot(Weekly$Today~Weekly$Direction,ylab='today',xlab='direction')

![](data:image/png;base64,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)

# Part 2: Building a classifier

Recall the KNN procedure. We classify a new point with the following steps:

-- Calculate the Euclidean distance between the new point and all other points.

-- Create the set containing the closest points (or, nearest neighbors) to the new point.

-- Determine the number of 'UPs' and 'DOWNs' in and classify the new point according to the most frequent.

1. We'd like to perform KNN on the *Weekly* data, as we did with the *Smarket* data in class. In class we wrote the following function which takes as input a new point and provides the KNN decision using as defaults , Lag1 data given in *Smarket$Lag1*, Lag2 data given in *Smarket$Lag2*, and Direction data given in *Smarket$Direction*. Update the function to calculate the KNN decision for weekly market direction using the *Weekly* dataset with *Lag1* - *Lag5* as predictors. Your function should have only four input values: (1) a new point which should be a vector of length , (2) a value for K (with default of 5), (3) the Lag data which should be a data frame with five columns (and n rows) and have as default the *Weekly* data and (4) the Direction data which should be vector of length and have as default the *Weekly* data directions. Test your function on a point *c(-.5, .5, -.5, -.5, .5)*. The result should be 'UP'.

KNNclass <- function( point , K = 5, Lag1 = Weekly$Lag1, Lag2 = Weekly$Lag2, Lag3 = Weekly$Lag3, Lag4 = Weekly$Lag4, Lag5 = Weekly$Lag5, Direction = Weekly$Direction) {  
 # calculate the number of data  
 n <- length(Lag1)  
   
 stopifnot(length(Lag2) == n,length(Lag3) == n ,length(Lag4) == n,length(Lag5) == n)  
 stopifnot(length(point) == 5)  
 stopifnot(K <= n)  
   
 dists <- sqrt((Lag1-point[1])^2 + (Lag2-point[2])^2 + (Lag3-point[3])^2 + (Lag4-point[4])^2 + (Lag5-point[5])^2)  
 neighbors <- order(dists)[1:K]  
 neighb.dir <- Direction[neighbors]  
 choice <- names(which.max(table(neighb.dir)))  
 return(choice)  
}  
  
  
KNNclass(point = c(-.5, .5, -.5, -.5, .5) )

## [1] "Up"

1. Now train your model using data from 1990 - 2008 and use the data from 2009-2010 as test data. To do this, divide the data into two data frames, *test* and *train*. Then write a loop that iterates over the test points in the test dataset calculating a prediction for each based on the training data with . Save these predictions in a vector. Finally, calculate your test error, which you should store as a variable named *test.error*. The test error calculates the proportion of your predictions which are incorrect (don't match the actual directions). HINT: Since the test data is stored in a dataframe, you may need to use an as.numeric() call when you pass it in as your new point. Or maybe not, depending on how you wrote your KNNclass function.

test <- Weekly[Weekly$Year == 2008, ]  
train <- Weekly[Weekly$Year != 2008, ]  
n.test <- nrow(test)  
predictions <- rep(NA, n.test)  
  
test\_data <- test[2:6]  
  
for (i in 1:n.test){  
 point <- as.numeric(test\_data[i,])  
 predictions[i] <- KNNclass(point , K = 5, Lag1 = train$Lag1, Lag2 = train$Lag2, Lag3 = train$Lag3, Lag4 = train$Lag4, Lag5 = train$Lag5)  
}  
test.error <- mean(predictions != test$Direction)  
test.error

## [1] 0.5384615

1. Do the same thing as in question 3, but instead use . Which has a lower test error?

test <- Weekly[Weekly$Year == 2008, ]  
train <- Weekly[Weekly$Year != 2008, ]  
n.test <- nrow(test)  
predictions <- rep(NA, n.test)  
  
test\_data <- test[2:6]  
  
for (i in 1:n.test){  
 point <- as.numeric(test\_data[i,])  
 predictions[i] <- KNNclass(point , K = 3, Lag1 = train$Lag1, Lag2 = train$Lag2, Lag3 = train$Lag3, Lag4 = train$Lag4, Lag5 = train$Lag5)  
}  
test.error <- mean(predictions != test$Direction)  
test.error

## [1] 0.4807692